Randomized Algorithms

[**Learn more about Randomized Algorithms in DSA Self Paced Course**](https://practice.geeksforgeeks.org/courses/dsa-self-paced?utm_source=geeksforgeeks&utm_medium=articles+random_algo_lp+header_link_click&utm_campaign=dsa+course+tracker)

[**Recent articles on Randomized Algorithms**](https://www.geeksforgeeks.org/category/dsa/algorithm/randomized/?ref=random_algo_lp)

**What is Randomized Algorithm?**

*An algorithm that uses random numbers to decide what to do next anywhere in its logic is called Randomized Algorithm.*

For example, in Randomized Quick Sort, we use a random number to pick the next pivot (or we randomly shuffle the array). Typically, this randomness is used to reduce time complexity or space complexity in other standard algorithms.

**Topics :**

* [Introduction](https://www.geeksforgeeks.org/randomized-algorithms/#introduction)
* [Problems on Randomized Algorithms](https://www.geeksforgeeks.org/randomized-algorithms/#standard)

**Introduction:**

1. [Random Variables](https://www.geeksforgeeks.org/random-variable/)
2. [Binomial Random Variables](https://www.geeksforgeeks.org/binomial-random-variables/)
3. [Randomized Algorithms | Set 0 (Mathematical Background)](https://www.geeksforgeeks.org/randomized-algorithms-set-0-mathematical-background/)
4. [Randomized Algorithms | Set 1 (Introduction and Analysis)](https://www.geeksforgeeks.org/randomized-algorithms-set-1-introduction-and-analysis/)
5. [Randomized Algorithms | Set 2 (Classification and Applications)](https://www.geeksforgeeks.org/randomized-algorithms-set-2-classification-and-applications/)
6. [Randomized Algorithms | Set 3 (1/2 Approximate Median)](https://www.geeksforgeeks.org/randomized-algorithms-set-3-12-approximate-median/)

**Problems on Randomized Algorithms:**

* **Easy:**
  1. [Write a function that generates one of 3 numbers according to given probabilities](https://www.geeksforgeeks.org/write-a-function-to-generate-3-numbers-according-to-given-probabilities/)
  2. [Generate 0 and 1 with 25% and 75% probability](https://www.geeksforgeeks.org/generate-0-1-25-75-probability/)
  3. [Implement rand3() using rand2()](https://www.geeksforgeeks.org/implement-rand3-using-rand2/)
  4. [Birthday Paradox](https://www.geeksforgeeks.org/birthday-paradox/)
  5. [Expectation or expected value of an array](https://www.geeksforgeeks.org/expectation-expected-value-array/)
  6. [Shuffle a deck of cards](https://www.geeksforgeeks.org/shuffle-a-deck-of-cards-3/)
  7. [Program to generate CAPTCHA and verify user](https://www.geeksforgeeks.org/program-generate-captcha-verify-user/)
  8. [Find an index of maximum occurring element with equal probability](https://www.geeksforgeeks.org/find-index-maximum-occurring-element-equal-probability/)
  9. [Randomized Binary Search Algorithm](https://www.geeksforgeeks.org/randomized-binary-search-algorithm/)
* **Medium:**
  1. [Make a fair coin from a biased coin](https://www.geeksforgeeks.org/print-0-and-1-with-50-probability/)
  2. [Shuffle a given array using Fisher–Yates shuffle Algorithm](https://www.geeksforgeeks.org/shuffle-a-given-array-using-fisher-yates-shuffle-algorithm/)
  3. [Expected Number of Trials until Success](https://www.geeksforgeeks.org/expected-number-of-trials-before-success/)
  4. [Strong Password Suggester Program](https://www.geeksforgeeks.org/strong-password-suggester-program/)
  5. [QuickSort using Random Pivoting](https://www.geeksforgeeks.org/quicksort-using-random-pivoting/)
  6. [Operations on Sparse Matrices](https://www.geeksforgeeks.org/operations-sparse-matrices/)
  7. [Estimating the value of Pi using Monte Carlo](https://www.geeksforgeeks.org/estimating-value-pi-using-monte-carlo/)
  8. [Implement rand12() using rand6() in one line](https://www.geeksforgeeks.org/implement-rand12-using-rand6-in-one-line/)
* **Hard:**
  1. [Generate integer from 1 to 7 with equal probability](https://www.geeksforgeeks.org/generate-integer-from-1-to-7-with-equal-probability/)
  2. [Implement random-0-6-Generator using the given random-0-1-Generator](https://www.geeksforgeeks.org/implement-random-0-6-generator-using-the-given-random-0-1-generator/)
  3. [Select a random number from stream, with O(1) space](https://www.geeksforgeeks.org/select-a-random-number-from-stream-with-o1-space/)
  4. [Random number generator in arbitrary probability distribution fashion](https://www.geeksforgeeks.org/random-number-generator-in-arbitrary-probability-distribution-fashion/)
  5. [Reservoir Sampling](https://www.geeksforgeeks.org/reservoir-sampling/)
  6. [Linearity of Expectation](https://www.geeksforgeeks.org/linearity-of-expectation/)
  7. [Introduction and implementation of Karger’s algorithm for Minimum Cut](https://www.geeksforgeeks.org/introduction-and-implementation-of-kargers-algorithm-for-minimum-cut/)
  8. [Select a Random Node from a Singly Linked List](https://www.geeksforgeeks.org/select-a-random-node-from-a-singly-linked-list/)
  9. [Select a Random Node from a tree with equal probability](https://www.geeksforgeeks.org/select-random-node-tree-equal-probability/)
  10. [Freivald’s Algorithm to check if a matrix is product of two](https://www.geeksforgeeks.org/freivalds-algorithm/)
  11. [Random Acyclic Maze Generator with given Entry and Exit point](https://www.geeksforgeeks.org/random-acyclic-maze-generator-with-given-entry-and-exit-point/)

**Recomended:**

* [**Learn Data Structure and Algorithms | DSA Tutorial**](https://www.geeksforgeeks.org/learn-data-structures-and-algorithms-dsa-tutorial?utm_source=Website&utm_medium=Landing+Page+Click&utm_campaign=DSA+Page+Tracker&utm_id=DSA-Page-Tracker&utm_term=DSA+Page+Promo&utm_content=Course+Page)

**Mathematics | Random Variables**

Random variable is basically a function which maps from the set of sample space to set of real numbers. The purpose is to get an idea about result of a particular situation where we are given probabilities of different outcomes. See below example for more clarity.

**Example :**

Suppose that two coins (unbiased) are tossed

X = number of heads. [X is a random variable   
 or function]

Here, the sample space S = {HH, HT, TH, TT}.

The output of the function will be :  
 X(HH) = 2  
 X(HT) = 1  
 X(TH) = 1  
 X(TT) = 0

**Formal definition :**

**X: S -> R**

X = random variable (It is usually denoted using capital letter)

S = set of sample space

R = set of real numbers

Suppose a random variable X takes m different values i.e. sample space X = {x1, x2, x3………xm} with probabilities P(X=xi) = pi; where 1 ≤ i ≤ m. The probabilities must satisfy the following conditions :

1. 0 <= pi <= 1; where 1 <= i <= m
2. p1 + p2 + p3 + ……. + pm = 1 Or we can say 0 ≤ pi ≤ 1 and ∑pi = 1.

Hence possible values for random variable X are 0, 1, 2.

X = {0, 1, 2} where m = 3

P(X=0) = probability that number of heads is 0 = P(TT) = 1/2\*1/2 = 1⁄4.

P(X=1) = probability that number of heads is 1 = P(HT | TH) = 1/2\*1/2 + 1/2\*1/2 = 1⁄2.

P(X=2) = probability that number of heads is 2 = P(HH) = 1/2\*1/2 = 1⁄4.

Here, you can observe that

1) 0 ≤ p1, p2, p3 ≤ 1

2) p1 + p2 + p3 = 1/4 + 2/4 + 1/4 = 1

**Example :**

Suppose a dice is thrown X = outcome of the dice. Here, the sample space S = {1, 2, 3, 4, 5, 6}. The output of the function will be:

1. P(X=1) = 1/6
2. P(X=2) = 1/6
3. P(X=3) = 1/6
4. P(X=4) = 1/6
5. P(X=5) = 1/6
6. P(X=6) = 1/6

See if there is any random variable then there must be some distribution associated with it.
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**Discrete Random Variable:**

A random variable X is said to be discrete if it takes on finite number of values. The probability function associated with it is said to be PMF = Probability mass function.

P(xi) = Probability that X = xi = PMF of X = pi.

1. 0 ≤ pi ≤ 1.
2. ∑pi = 1 where sum is taken over all possible values of x.

The examples given above are discrete random variables.

**Example:-** Let S = {0, 1, 2}
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**Find the value of P (X=0)**:

**Sol:-** We know that sum of all probabilities is equals to 1.

==> p1 + p2 + p3 = 1

==> p1 + 0.3 + 0.5 = 1

==> p1 = 0.2

**Continuous Random Variable:**

A random variable X is said to be continuous if it takes on infinite number of values. The probability function associated with it is said to be PDF = Probability density function

**PDF:** If X is continuous random variable.

P (x < X < x + dx) = f(x)\*dx.

1. 0 ≤ f(x) ≤ 1; for all x
2. ∫ f(x) dx = 1 over all values of x

Then P (X) is said to be PDF of the distribution.

**Example:- Compute the value of P (1 < X < 2).**

Such that f(x) = k\*x^3; 0 ≤ x ≤ 3  
 = 0; otherwise  
f(x) is a density function

**Solution:-** If a function f is said to be density function, then sum of all probabilities is equals to 1. Since it is a continuous random variable Integral value is 1 overall sample space s.

==> K\*[x^4]/4 = 1 [Note that [x^4]/4 is integral of x^3]

==> K\*[3^4 – 0^4]/4 = 1

==> K = 4/81

The value of P (1 < X < 2) = k\*[X^4]/4 = 4/81 \* [16-1]/4 = 15/81.

**Next Topic :**

[Linearity of Expectation](https://www.geeksforgeeks.org/linearity-of-expectation/)

**Binomial Random Variables**

In this post, we’ll discuss Binomial Random Variables.

**Prerequisite :**[Random Variables](https://www.geeksforgeeks.org/random-variable/)

A specific type of **discrete** random variable that counts how often a particular event occurs in a fixed number of tries or trials.

For a variable to be a binomial random variable, ALL of the following conditions must be met:

1. There are a fixed number of trials (a fixed sample size).
2. On each trial, the event of interest either occurs or does not.
3. The probability of occurrence (or not) is the same on each trial.
4. Trials are independent of one another.

Mathematical Notations

n = number of trials  
p = probability of success in each trial  
k = number of success in n trials

Now we try to find out the probability of k success in n trials.

Here the probability of success in each trial is p independent of other trials.

So we first choose k trials in which there will be a success and in rest n-k trials there will be a failure. Number of ways to do so is

![C:\Users\qj771f\AppData\Local\Temp\msohtmlclip1\02\clip_image003.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEcAAAAmBAMAAABkNpvTAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAZolEVHarMu8iEM27md0fqupCAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABd0lEQVQ4Ed2Tv0rDUBTGv5ukrSkmOnZRAg6OBhUchNJNRNCtjgYHwS2bgg8gOGV36QME7OADZHEvKIhbfIMsDrroPSdpzfUEqqtnaM75fd/tzZ/7AbLUjWSCWO8CSdAqJBPE+Y3JzsU6A6i17SHcscHEcNFLFuJuJrgBklPcjTAxmByucQCEkteJW+DBrYOmXmX42Lfn3Lg3wFPo5E3r/y/7nF/FH59+p8mvTOgG5lxOddobod3kAY7B2VmNgI0Em8JEAlJwdtrLwAnwIkwkYBGcnaUEOAJyYSIB1oCzc6nbftPhJwHOhLMzdFfiW3QycFJIqIoE2BFn537Lj1M4ETgpU4e+koDOmLPzprf2yFQmBepM17k2kaBNlB379VH/0HbgpGihLBZgR5QdK+hTPPTOP5JSCo7+H8APrxR26RUoSgqhsliANaDs+PD2cAg8g5MytVSCfpn17MjPwv70e5XuPGOaDeuzjppuYIzVUD8qhBoPXYvNX8gLcGOdS0DvAAAAAElFTkSuQmCC)

Since all n events are independent, hence the probability of k success in n trials is equivalent to multiplication of probability for each trial.

Here its k success and n-k failures, So probability for each way to achieve k success and n-k failure is

![C:\Users\qj771f\AppData\Local\Temp\msohtmlclip1\02\clip_image004.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFwAAAATBAMAAADvz3fSAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAZolEVJky7xAi3bvNq3YTgoj/AAAACXBIWXMAAA7EAAAOxAGVKw4bAAABO0lEQVQoFYWSMUrEQBiF3xoTNxEk5gQR9wBbxE7BJmwhwiJE28FOdoWtxEoWSy0Uaw9gZ47gEbRQsFC8gGBp6fwvyTCZLPgg/7z/f98MkxBAdD3m8k8xlL+rSU/p4iq2BqSkj+a63IlzZQ9JCXC1vAE8A6cujTWF72yzGpMSuxefwEuxddTB+2WwopJqLBRV6P3+LTDq4ChxjzfkRXEAoaiHiYdIuwX4AAlmQ0PRPPmxPmQhnuMQL3NDIclybp50cCY7JE0JsvNwJt2+flqXqZKpIWlCPw1+xRm896H1DlSJgyMa9nh69zJMnMvgBqupnN59VSa5ZJZG2GbX/ZBMBhYq9nU95cRXOH78pK0Lk9KeaH9W9/oncCRJ38HDnwYaN6ZemSyp9nR60fSXjalXJvYP3M491e7ZfbVnf+uOOwUGKRE5AAAAAElFTkSuQmCC)

Hence final probability is

(number of ways to achieve k success  
 and n-k failures)  
 \*  
(probability for each way to achieve k  
 success and n-k failure)

Then Binomial Random Variable Probability is given by:
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Let X be a binomial random variable with the number of trials n and probability of success in each trial be p.

Expected number of success is given by

E[X] = np

Variance of number of success is given by

Var[X] = np(1-p)

**Example 1** : Consider a random experiment in which a biased coin (probability of head = 1/3) is thrown for 10 times. Find the probability that the number of heads appearing will be 5.

Solution :

Let X be binomial random variable   
with n = 10 and p = 1/3  
P(X=5) = ?

![C:\Users\qj771f\AppData\Local\Temp\msohtmlclip1\02\clip_image005.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQQAAAAmBAMAAADQNfiwAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMARJm7iatUEDLdImbNdu8DkF9HAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADz0lEQVRYCcVWTWgTQRT+Nk3TzW7TrqDFgmIsUooHjSjehBVU/DkY/AGxB2tFUBENtBdPXexFpGh6EEUPBvRmwVB6kUIJHgRvvRSKHsytvQgtKEWx6pvZ3ezsZEJTp8UHyb753nvfzO7sfPsAfbMX9Dk0GZI/NQn0yzNL+hyaDKn/vwSjqHkPWuX20a45WBUtDs3iBzOlDq8tp8miVV66gJECslocusWLuA04KpahphYmZhmeiocwuwHOYWsJRyx1QmKA4dsVwbKA+Vk+8FrAY67lxobxgZ3Dyi2jEgf9UbpAV2WxOBXPCsrzKhqOzTeMAHQTvU6qqMq4lzoDtAJmHXPGw1zXUb+GZxn7Dx0/DMMF7v8u27/oGpn9hPyhaLwe71r5IbAVRk9VrmrLmR3elI/yLOwq4LGTKBH0EanZeH4/DVviULOjHnafe4FUta4ihwlcwmBPzx7wLJwC3pbTLO+us1NKZx+g5IAENjd8OmoAtEWKJZzAFKoOp+FZeA98KU0woOOA9BDMKqGpLP2t3yqJMtdNxRIG0Yf+AqdkWcAyjHGMMiDzjcPRXyb/pg9GPgKa9Ka6Bh2Waubkp8Aj2yQaY3X6M3CdVwRLOH+QLEtI+1XnGcwKeTWI/DXN7FqwqiwrRauPPQU/MiYxJIsM4EsY3ifFOj8RwJdQC/xZ25ashGuusIraEuyLZJdJJ3hEXkJ7liWzjWhz35aZH1n3pIN/2Yi0Y1cZS/1G8Ii8EZ0DLHmCfsNo4U8keurHjGLJfx3rN0IlvaGaj6DFZaxWRdoI8MggiwlGskBGh9LKI7UsBMgdNyvlBodSKb2hIN/BDp+Ibin2LoBHTsRnGX55mgEJz7zyHK9+uLFoEb2eSppmCkx6VTYP1k+fm3b9YB/MU99nhUQeyQlA5DKBbmCSQL/LA2dLJL2yBWrO+unFMFaXxSKNWpxsWFV3PRlHWsskZVx64zjgq3lmCfQJDywROsGVR5KehAbDYTVc/73tLJGSc+mVK3w1p3567GsYanNDz7/yiPixFsOGJ44EPyP4zH1Ev25VyxqoebyfVp2bWYlx3cM5a9KbYCeed89CeaDm7CBusn3YkvaGmO7x7lmYLFDzRi+bkKnrrpboCLMl+N0zQu1FqOZZ3RnWqjde7CbN5tLLu+coP1RzJ4I2x0u63RYx047L3XOk5pszc4017YzZTH6LsFn3XMNram5UBGxT3DQSN3AT1PckWPcszBGoubqfFvI2zK2TXp9ZUvMNm05FJEtvkCOpuapywzBZen1iy92wCZogUkkvZDVvggd/AdB77n/3LX0pAAAAAElFTkSuQmCC)
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Here is the implementation for the same

# Python3 program to compute Binomial

# Probability

# function to calculate nCr i.e.,

# number of ways to choose r out

# of n objects

**def** nCr(n, r):

    # Since nCr is same as nC(n-r)

    # To decrease number of iterations

**if** (r > n **/** 2):

        r **=** n **-** r;

    answer **=** 1;

**for** i **in** range(1, r **+** 1):

        answer **\*=** (n **-** r **+** i);

        answer **/=** i;

**return** answer;

# function to calculate binomial r.v.

# probability

**def** binomialProbability(n, k, p):

**return** (nCr(n, k) **\*** pow(p, k) **\***

                        pow(1 **-** p, n **-** k));

# Driver code

n **=** 10;

k **=** 5;

p **=** 1.0 **/** 3;

probability **=** binomialProbability(n, k, p);

**print**("Probability of", k,

      "heads when a coin is tossed", end **=** " ");

print(n, "times where probability of each head is",

                                      round(p, 6));

print("is = ", round(probability, 6));

# This code is contributed by mits

**Output:**

Probability of 5 heads when a coin is tossed 10 times where probability of each head is 0.333333  
 is = 0.136565

**Reference** :

[stat200](https://onlinecourses.science.psu.edu/stat200/node/37)

**Randomized Algorithms | Set 0 (Mathematical Background)**

**Conditional Probability** Conditional probability P(A | B) indicates the probability of even ‘A’ happening given that the even B happened.

We can easily understand above formula using below diagram. Since B has already happened, the sample space reduces to B. So the probability of A happening becomes P(A ∩ B) divided by P(B)

![conditional_probab](data:image/png;base64,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)

Below is [Bayes’s formula](https://www.geeksforgeeks.org/bayess-theorem-for-conditional-probability/) for conditional probability.

The formula provides relationship between P(A|B) and P(B|A). It is mainly derived from conditional probability formula discussed in the [previous post](https://www.geeksforgeeks.org/conditional-probability/).

Consider the below formulas for conditional probabilities P(A|B) and P(B|A)

Since P(B ∩ A) = P(A ∩ B), we can replace P(A ∩ B) in first formula with P(B|A)P(A)

After replacing, we get the given formula. Refer [this](https://www.geeksforgeeks.org/bayess-theorem-for-conditional-probability/) for examples of Bayes’s formula.

**Random Variables:**

A random variable is actually a function that maps outcome of a random event (like coin toss) to a real value.

Example :

Coin tossing game :   
A player pays 50 bucks if result of coin  
toss is "Head"

The person gets 50 bucks if the result is  
Tail.

A random variable profit for person can   
be defined as below :

Profit = +50 if Head  
 -50 if Tail

Generally gambling games are not fair for players,   
the organizer takes a share of profit for all   
arrangements. So expected profit is negative for   
a player in gambling and positive for the organizer.   
That is how organizers make money.

**Expected Value of Random Variable :**

Expected value of a random variable R can be defined as following

E[R] = r1\*p1 + r2\*p2 + ... rk\*pk   
   
 ri ==> Value of R with probability pi

Expected value is basically sum of product of following two terms (for all possible events)

a) Probability of an event.

b) Value of R at that even

**Example 1:**  
In above example of coin toss,  
Expected value of profit = 50 \* (1/2) +   
 (-50) \* (1/2)  
 = 0

**Example 2:**  
Expected value of six faced dice throw is   
 = 1\*(1/6) + 2\*(1/6) + .... + 6\*(1/6)  
 = 3.5

**Linearity of Expectation:**

Let R1 and R2 be two discrete random variables on some probability space, then

E[R1 + R2] = E[R1] + E[R2]

For example, expected value of sum for 3 dice throws is = 3 \* 7/2 = 7

Refer [this](https://www.geeksforgeeks.org/linearity-of-expectation/) for more detailed explanation and examples.

**Expected Number of Trials until Success**

If probability of success is p in every trial, then expected number of trials until success is 1/p. For example, consider 6 faced fair dice is thrown until a ‘5’ is seen as result of dice throw. The expected number of throws before seeing a 5 is 6. Note that 1/6 is probability of getting a 5 in every trial. So number of trials is 1/(1/6) = 6.

As another example, consider a QuickSort version that keeps on looking for pivots until one of the middle n/2 elements is picked. The expected time number of trials for finding middle pivot would be 2 as probability of picking one of the middle n/2 elements is 1/2. This example is discussed in more detail in [Set 1](https://www.geeksforgeeks.org/randomized-algorithms-set-1-introduction-and-analysis/).

Refer [this](https://www.geeksforgeeks.org/expected-number-of-trials-before-success/) for more detailed explanation and examples.

**More on Randomized Algorithms:**

1. [Randomized Algorithms | Set 1 (Introduction and Analysis)](https://www.geeksforgeeks.org/randomized-algorithms-set-1-introduction-and-analysis/)
2. [Randomized Algorithms | Set 2 (Classification and Applications)](https://www.geeksforgeeks.org/randomized-algorithms-set-2-classification-and-applications/)
3. [Randomized Algorithms | Set 3 (1/2 Approximate Median)](https://www.geeksforgeeks.org/randomized-algorithms-set-3-12-approximate-median/)

[All Randomized Algorithm Topics](https://www.geeksforgeeks.org/category/algorithm/randomized/)

**Randomized Algorithms | Set 1 (Introduction and Analysis)**

**What is a Randomized Algorithm?**

An algorithm that uses random numbers to decide what to do next anywhere in its logic is called a Randomized Algorithm. For example, in Randomized Quick Sort, we use a random number to pick the next pivot (or we randomly shuffle the array). And in [Karger’s algorithm](https://www.geeksforgeeks.org/kargers-algorithm-for-minimum-cut-set-1-introduction-and-implementation/), we randomly pick an edge.

**How to analyse Randomized Algorithms?**

Some randomized algorithms have deterministic time complexity. For example, [this](https://www.geeksforgeeks.org/kargers-algorithm-for-minimum-cut-set-1-introduction-and-implementation/) implementation of Karger’s algorithm has time complexity is O(E). Such algorithms are called [Monte Carlo Algorithms](https://www.geeksforgeeks.org/randomized-algorithms-set-2-classification-and-applications/) and are easier to analyse for worst case.

On the other hand, time complexity of other randomized algorithms (other than Las Vegas) is dependent on value of random variable. Such Randomized algorithms are called [Las Vegas Algorithms](https://www.geeksforgeeks.org/randomized-algorithms-set-2-classification-and-applications/). These algorithms are typically analysed for expected worst case. To compute expected time taken in worst case, all possible values of the used random variable needs to be considered in worst case and time taken by every possible value needs to be evaluated. Average of all evaluated times is the expected worst case time complexity. Below facts are generally helpful in analysis os such algorithms.

[Linearity of Expectation](https://www.geeksforgeeks.org/linearity-of-expectation/)

[Expected Number of Trials until Success.](https://www.geeksforgeeks.org/expected-number-of-trials-before-success/)

For example consider below a randomized version of QuickSort.

A **Central Pivot** is a pivot that divides the array in such a way that one side has at-least 1/4 elements.

// Sorts an array arr[low..high]  
**randQuickSort(arr[], low, high)**

**1.** If low >= high, then EXIT.

**2.** While pivot 'x' is not a Central Pivot.  
 (i) Choose uniformly at random a number from [low..high].   
 Let the randomly picked number number be **x**.  
 (ii) Count elements in arr[low..high] that are smaller   
 than arr[x]. Let this count be **sc**.  
 (iii) Count elements in arr[low..high] that are greater   
 than arr[x]. Let this count be **gc**.  
 (iv) Let **n** = (high-low+1). If sc >= n/4 and  
 gc >= n/4, then x is a central pivot.

**3.** Partition arr[low..high] around the pivot x.

**4.** // Recur for smaller elements  
 randQuickSort(arr, low, sc-1)

**5.** // Recur for greater elements  
 randQuickSort(arr, high-gc+1, high)

The important thing in our analysis is, time taken by step 2 is O(n).

**How many times while loop runs before finding a central pivot?**

The probability that the randomly chosen element is central pivot is 1/n.

Therefore, expected number of times the while loop runs is n (See [this](https://www.geeksforgeeks.org/expected-number-of-trials-before-success/) for details)

Thus, the expected time complexity of step 2 is O(n).

**What is overall Time Complexity in Worst Case?**

In worst case, each partition divides array such that one side has n/4 elements and other side has 3n/4 elements. The worst case height of recursion tree is Log 3/4 n which is O(Log n).

T(n) < T(n/4) + T(3n/4) + O(n)  
T(n) < 2T(3n/4) + O(n)

Solution of above recurrence is O(n Log n)

Note that the above randomized algorithm is not the best way to implement randomized Quick Sort. The idea here is to simplify the analysis as it is simple to analyse.

Typically, randomized Quick Sort is implemented by randomly picking a pivot (no loop). Or by shuffling array elements. Expected worst case time complexity of this algorithm is also O(n Log n), but analysis is complex, the MIT prof himself mentions same in his lecture [here](https://www.youtube.com/watch?v=852wJdsgl2I).

Example :

**import** random

**import** time

**def** find\_solution(n):

  # seed the random number generator with the current time

  random.seed(time.time())

  # randomly select a number between 1 and n and return it as the solution

**return** random.randint(1, n)

**def** main():

  n **=** 10  # the range of possible solutions is 1 to n

  print("Solution:", find\_solution(n))

**if** \_\_name\_\_ **==** '\_\_main\_\_':

  main()

**Output**

Solution: 10

[Randomized Algorithms | Set 2 (Classification and Applications)](https://www.geeksforgeeks.org/randomized-algorithms-set-2-classification-and-applications/)

**References:**

<http://www.tcs.tifr.res.in/~workshop/nitrkl_igga/randomized-lecture.pdf>

**Randomized Algorithms | Set 2 (Classification and Applications)**

We strongly recommend to refer below post as a prerequisite of this. [Randomized Algorithms | Set 1 (Introduction and Analysis)](https://www.geeksforgeeks.org/randomized-algorithms-set-1-introduction-and-analysis/)

**Classification**

Randomized algorithms are classified in two categories.

**Las Vegas:**

A Las Vegas algorithm were introduced by Laszio babai in 188.

A Las Vegas algorithm is an algorithm which uses randomness, but does not gives guarantees that the solution obtained for given problem is corroct or not. It takes the risk with resources used. A quick-sort algorithm is a simple example of Las-Vegas algorithm. To sort the given array of n numbers quickly we use the quick sort algorithm. For that we find out central element which is also called as pivot element and each element is compared with this pivot element. Sorting is done in less time or it requires more time is dependent on how we select the pivot element. To pick the pivot element randomly we can use Las-Vegas algorithm.

**Definition:**

A randomized algorithm that always produce correct result with only variation from one aun to another being its running time is known as Las-Vegas algorithm.

OR

A randomized algorithm which always produces a correct result or it informs about the failure is known as Las-Vegas algorithm.

OR

A Las-Vegas algorithm take the risk with the resources used for computation but it does ot take risk with the result i.e. it gives correct and expected output for the given problem.

 Let us consider the above example of quick sort algorithm. In this algorithm we choose the pivot element randomly. But the result of this problem is always a sortcd array. A Las-Vcgas agoritim is having one restriction i.e. the solution for the given problem can be found out in finite time. In this algorithm the numbers of possible solutions arc limited. Thc actual solution is complex in nature or complicated to calculate but it is casy to verify the corectness of candidate solution.

These algorithms always produce correct or optimum result. Time complexity of these algorithms is based on a random value and time complexity is evaluated as expected value. For example, Randomized QuickSort always sorts an input array and [expected worst case time complexity of QuickSort is O(nLogn)](https://www.geeksforgeeks.org/randomized-algorithms-set-1-introduction-and-analysis/).

**Relation with the Monte-Carlo Algorithms:**

1. The Las-vegas algorithm can be differentiated with the Monte-carlo algorithms in which the resources used to find out the solution are bounded but it does not give guarantee  that the solution obtained is accurate.
2. In some applications by making early termination a Las-vegas algorithm can be convertcd into Monte-carlo algorithm.

**Complexity Analysis:**

  The complexity class of given problem which is solved by using a Las-vegas algorithms is expect that the given problem is solved with zero error probability and in polynomial time.

This zero error probability polynomial time is also called as ZPP which is obtained as follows,

ZPP = RP ∩ CO-RP

 Where, RP = Randomized polynomial time.

Randomized polynomial time algorithm always provide correct output when the comect output is no, but with a certain probability bounded away from one when the answer is yes. These kinds of decision problem can be included in class RP i.e. randomized where polynomial time.

That is how we can solve given problem in expected polynomial time by using Las-vegas algorithm. Generally there is no upper bound for Las-vegas algorithn related to worst case run time.

**Monte Carlo:**

The computational algorithms which rely on repeated random sampling to compute their resulls such algorithm are called as **Monte-carlo algorithms.**

**OR**

The random algorithm is Monte-carlo algorithms if it can give the wrong answer sometimes.

Whenever the existing deterministic algorithm is fail or it is impossible to compute the solution for given problem then Monte-carlo algorithms or methods are used. Monte-carlo methods are best repeated computation of the random numbers, and that’s why these algorithms are used for solving physical simulation system and mathematical system.

This Monte-carlo algorithms are specially useful for disordered materials, fluids, cellular structures. In case of mathematics these method are used to calculate the definite integrals, these integrals are provided with the complicated boundary conditions for multidimensional integrals. This method is successive one with consideration of risk analysis when compared to other methods.

There is no single Monte carlo methods other than the term describes a large and widely used class approaches and these approach use the following pattern.

1. Possible inputs of domain is defined.

2. By using a certain specified probability distribution generate the inputs randomly from the domain.

3. By using these inputs perform a deterministic computation.

4.The final result can be computed by aggregating the results of the individual computation.

Produce correct or optimum result with some probability. These algorithms have deterministic running time and it is generally easier to find out worst case time complexity. For example [this implementation of Karger’s Algorithm](https://www.geeksforgeeks.org/kargers-algorithm-for-minimum-cut-set-1-introduction-and-implementation/) produces minimum cut with probability greater than or equal to 1/n2 (n is number of vertices) and has worst case time complexity as O(E). Another example is [Fermat Method for Primality Testing](https://www.geeksforgeeks.org/primality-test-set-2-fermet-method/). **Example to Understand Classification:**

Consider a binary array where exactly half elements are 0  
and half are 1. The task is to find index of any 1.

A Las Vegas algorithm for this task is to keep picking a random element until we find a 1. A Monte Carlo algorithm for the same is to keep picking a random element until we either find 1 or we have tried maximum allowed times say k. The Las Vegas algorithm always finds an index of 1, but time complexity is determined as expect value. The [expected number of trials before success](https://www.geeksforgeeks.org/expected-number-of-trials-before-success/) is 2, therefore expected time complexity is O(1). The Monte Carlo Algorithm finds a 1 with probability [1 – (1/2)k]. Time complexity of Monte Carlo is O(k) which is deterministic

**Optimization of Monte-Carlo Algorithms:**

1. In general the Monte-carlo optimization techniques are dependent on the random walks. The program for Monte carlo algorithms move in multidimensional space around the generated marker or handle. It wanted to move to the lower function but sometimes moves against the gradient.
2. In numerical optimization the numerical simulation is used which effective and efficientand popular application for the random numbers. The travelling salesman problem is an optimization problem which is one of the best examples of optimizations.
3. There are various optimization techniques available for Monte-carlo algorithms such as Evolution strategy, Genetic algorithms, parallel tempering etc.

**Applications and Scope:**

The Monte-carlo methods has wider range of applications. It uses in various areas like physical science, Design and visuals, Finance and business, Telecommunication etc. In general Monte carlo methods are used in mathematics. By generating random numbers we can solve the various problem. The problems which are complex in nature or difficult to solve are solved by using Monte-carlo algorithms. Monte carlo integration is the most common application of Monte-carlo algorithm.

The deterministic algorithm provides a correct solution but it takes long time or its runtime is large. This run-time can be improved by using the Monte carlo integration algorithms. There are various methods used for integration by using Monte-carlo methods such as,

i) Direct sampling methods which includes the stratified sampling, recursive

stratified sampling, importance sampling.

ii) Random walk Monte-carlo algorithm which is used to find out the integration for

given problem.

iii) Gibbs sampling.

1. Consider a tool that basically does sorting. Let the tool be used by many users and there are few users who always use tool for already sorted array. If the tool uses simple (not randomized) QuickSort, then those few users are always going to face worst case situation. On the other hand if the tool uses Randomized QuickSort, then there is no user that always gets worst case. Everybody gets expected O(n Log n) time.
2. Randomized algorithms have huge applications in Cryptography.
3. [Load Balancing](https://www.geeksforgeeks.org/load-balancing-on-servers-random-algorithm/).
4. Number-Theoretic Applications: [Primality Testing](https://en.wikipedia.org/wiki/Solovay%E2%80%93Strassen_primality_test)
5. Data Structures: Hashing, Sorting, Searching, [Order Statistics](https://www.geeksforgeeks.org/kth-smallestlargest-element-unsorted-array-set-2-expected-linear-time/) and Computational Geometry.
6. Algebraic identities: Polynomial and [matrix identity verification](https://en.wikipedia.org/wiki/Randomized_algorithm#Verifying_matrix_multiplication). Interactive proof systems.
7. Mathematical programming: Faster algorithms for linear programming, Rounding linear program solutions to integer program solutions
8. Graph algorithms: Minimum spanning trees, shortest paths, [minimum cuts](https://www.geeksforgeeks.org/kargers-algorithm-for-minimum-cut-set-1-introduction-and-implementation/).
9. Counting and enumeration: Matrix permanent Counting combinatorial structures.
10. Parallel and distributed computing: Deadlock avoidance distributed consensus.
11. Probabilistic existence proofs: Show that a combinatorial object arises with non-zero probability among objects drawn from a suitable probability space.
12. Derandomization: First devise a randomized algorithm then argue that it can be derandomized to yield a deterministic algorithm.

**Randomized algorithm**s are algorithms that use randomness as a key component in their operation. They can be used to solve a wide variety of problems, including optimization, search, and decision-making. Some examples of applications of randomized algorithms include:

1. Monte Carlo methods: These are a class of randomized algorithms that use random sampling to solve problems that may be deterministic in principle, but are too complex to solve exactly. Examples include estimating pi, simulating physical systems, and solving optimization problems.
2. Randomized search algorithms: These are algorithms that use randomness to search for solutions to problems. Examples include genetic algorithms and simulated annealing.
3. Randomized data structures: These are data structures that use randomness to improve their performance. Examples include skip lists and hash tables.
4. Randomized load balancing: These are algorithms used to distribute load across a network of computers, using randomness to avoid overloading any one computer.
5. Randomized encryption: These are algorithms used to encrypt and decrypt data, using randomness to make it difficult for an attacker to decrypt the data without the correct key.

**Example :**

**import** random

# Generates a random permutation of the given array

**def** random\_permutation(array):

    # Shuffle the array using the random number generator

    random.shuffle(array)

array **=** [1, 2, 3, 4, 5]

# Generate a random permutation of the array

random\_permutation(array)

# Print the shuffled array

print(array)

**Output**

5 1 4 2 3

**from** random **import** shuffle

**def** find\_median(numbers):

    n **=** len(numbers)

**if** n **==** 0:

**return** None

**if** n **==** 1:

**return** numbers[0]

    # Shuffle the list to ensure a random ordering

    shuffle(numbers)

    # Find the median by selecting the middle element

**return** numbers[n **//** 2]

# Example usage

print(find\_median([1, 2, 3, 4, 5]))  # Output: 3

**print**(find\_median([1, 2, 3, 4, 5, 6]))  # Output: 3 or 4 (randomly chosen)

**print**(find\_median([]))  # Output: None

**print**(find\_median([7]))  # Output: 7

**Output**

4  
6  
None  
7

**Sources:** <http://theory.stanford.edu/people/pragh/amstalk.pdf> <https://en.wikipedia.org/wiki/Randomized_algorithm> This article is contributed by **Ashish Sharma**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

**Randomized Algorithms | Set 3 (1/2 Approximate Median)**

We strongly recommend to refer below articles as a prerequisite of this.

[Randomized Algorithms | Set 1 (Introduction and Analysis)](https://www.geeksforgeeks.org/randomized-algorithms-set-1-introduction-and-analysis/)

[Randomized Algorithms | Set 2 (Classification and Applications)](https://www.geeksforgeeks.org/randomized-algorithms-set-2-classification-and-applications/)

In this post, a Monte Carlo algorithm is discussed.

**Problem Statement :** Given an unsorted array A[] of n numbers and ε > 0, compute an element whose rank (position in sorted A[]) is in the range [(1 – ε)n/2, (1 + ε)n/2].

For ½ Approximate Median Algorithm &epsilom; is 1/2 => rank should be in the range [n/4, 3n/4]

We can find k’th smallest element in [O(n) expected time](https://www.geeksforgeeks.org/kth-smallestlargest-element-unsorted-array-set-2-expected-linear-time/) and [O(n) worst case](https://www.geeksforgeeks.org/kth-smallestlargest-element-unsorted-array-set-3-worst-case-linear-time/) time.

**What if we want in less than O(n) time with low probable error allowed?**

Following steps represent an algorithm that is O((Log n) x (Log Log n)) time and produces incorrect result with probability less than or equal to 2/n2.

1. Randomly choose k elements from the array where k=c log n (c is some constant)
2. Insert then into a set.
3. Sort elements of the set.
4. Return median of the set i.e. (k/2)th element from the set

/\* C++ program to find Approximate Median using

   1/2 Approximate Algorithm \*/

#include<bits/stdc++.h>

**using namespace** std;

// This function returns the Approximate Median

**int** randApproxMedian(**int** arr[],**int** n)

{

    // Declaration for the random number generator

    random\_device rand\_dev;

    mt19937 generator(rand\_dev());

    // Random number generated will be in the range [0,n-1]

    uniform\_int\_distribution<**int**> distribution(0, n-1);

**if** (n==0)

**return** 0;

**int** k = 10\*log2(n); // Taking c as 10

    // A set stores unique elements in sorted order

    set<**int**> s;

**for** (**int** i=0; i<k; i++)

    {

        // Generating a random index

**int** index = distribution(generator);

        //Inserting into the set

        s.insert(arr[index]);

    }

    set<**int**> ::iterator itr = s.begin();

    // Report the median of the set at k/2 position

    // Move the itr to k/2th position

    advance(itr, (s.size()/2) - 1);

    // Return the median

**return** \*itr;

}

// Driver method to test above method

**int** main()

{

**int** arr[] = {1, 3, 2, 4, 5, 6, 8, 7};

**int** n = **sizeof**(arr)/**sizeof**(**int**);

**printf**("Approximate Median is %d\n",randApproxMedian(arr,n));

**return** 0

}

**Time Complexity:**

We use a set provided by the STL in C++. In STL Set, insertion for each element takes O(log k). So for k insertions, time taken is O (k log k).

Now replacing k with c log n

=>O(c log n (log (clog n))) =>O (log n (log log n))

**How is probability of error less than 2/n2?**

Algorithm makes an error if the set S has at least k/2 elements are from the Left Quarter or Right Quarter.
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It is quite easy to visualize this statement since the median which we report will be (k/2)th element and if we take k/2 elements from the left quarter(or right quarter) the median will be from the left quarter (or the right quarter).

An array can be divided into 4 quarters each of size n/4. So P(selecting left quarter) is 1/4. So what is the probability that at least k/2 elements are from the Left Quarter or Right Quarter? This probability problem is same as below :

Given a coin which gives HEADS with probability 1/4 and TAILS with 3/4. The coin is tossed k times. What is the probability that we get at least k/2 HEADS is less than or equal to?

**Explanation:**
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If we put k = c log n for c = 10, we get   
P <= (1/2)2log n  
P <= (1/2)log n2  
P <= n-2

Probability of selecting at least k/2 elements from the left quarter) <= 1/n2

Probability of selecting at least k/2 elements from the left or right quarter) <= 2/n2

Therefore algorithm produces incorrect result with probability less that or equal to 2/n2.

**References:**[www.cse.iitk.ac.in/users/sbaswana/CS648/Lecture-2-CS648.pptx](http://www.cse.iitk.ac.in/users/sbaswana/CS648/Lecture-2-CS648.pptx)

This article is contributed by **Chirag Agarwal**. If you like GeeksforGeeks and would like to contribute, you can also write an article and mail your article to contribute@geeksforgeeks.org. See your article appearing on the GeeksforGeeks main page and help other Geeks.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

**Easy Questions:**

**Write a function that generates one of 3 numbers according to given probabilities**

You are given a function rand(a, b) which generates equiprobable random numbers between [a, b] inclusive. Generate 3 numbers x, y, z with probability P(x), P(y), P(z) such that P(x) + P(y) + P(z) = 1 using the given rand(a,b) function.

The idea is to utilize the equiprobable feature of the rand(a,b) provided. ***Let the given probabilities be in percentage form, for example P(x)=40%, P(y)=25%, P(z)=35%.***.

Following are the detailed steps.

**1)** Generate a random number between 1 and 100. Since they are equiprobable, the probability of each number appearing is 1/100.

**2)** Following are some important points to note about generated random number ‘r’.

a) ‘r’ is smaller than or equal to P(x) with probability P(x)/100.

b) ‘r’ is greater than P(x) and smaller than or equal P(x) + P(y) with P(y)/100.

c) ‘r’ is greater than P(x) + P(y) and smaller than or equal 100 (or P(x) + P(y) + P(z)) with probability P(z)/100.

**import** random

# This function generates 'x' with probability px/100, 'y' with

# probability py/100  and 'z' with probability pz/100:

# Assumption: px + py + pz = 100 where px, py and pz lie

# between 0 to 100

**def** random(x, y, z, px, py, pz):

    # Generate a number from 1 to 100

    r **=** random.randint(1, 100)

    #  r is smaller than px with probability px/100

**if** (r <**=** px):

**return** x

    # r is greater than px and smaller than

    # or equal to px+py with probability py/100

**if** (r <**=** (px**+**py)):

**return** y

    # r is greater than px+py and smaller than

    # or equal to 100 with probability pz/100

**else**:

**return** z

# This code is contributed by rohan07

Time Complexity: O(1)

Auxiliary Space: O(1)

*From <*[*https://www.geeksforgeeks.org/write-a-function-to-generate-3-numbers-according-to-given-probabilities/*](https://www.geeksforgeeks.org/write-a-function-to-generate-3-numbers-according-to-given-probabilities/)*>*

**Generate 0 and 1 with 25% and 75% probability**

Given a function rand50() that returns 0 or 1 with equal probability, write a function that returns 1 with 75% probability and 0 with 25% probability using rand50() only. Minimize the number of calls to the rand50() method. Also, the use of any other library function and floating-point arithmetic are not allowed.

[Recommended: Please try your approach on ***{IDE}*** first, before moving on to the solution.](https://ide.geeksforgeeks.org/)

The idea is to use **Bitwise OR**. A bitwise OR takes two bits and returns 0 if both bits are 0, while otherwise, the result is 1. So it has 75% probability that it will return 1.

Below is the implementation of the above idea :

# Program to print 1 with 75% probability and 0

# with 25% probability

**from** random **import** randrange

# Random Function to that returns 0 or 1 with

# equal probability

**def** rand50():

        # The randrange function will generate integer

    # between the half closed interval at end

    # Here by passing parameter as 0,2

    # the function will generate integer between 0 and 1

**return** (int)(randrange(0, 2)) & 1

# Random Function to that returns 1 with 75%

# probability and 0 with 25% probability using

# Bitwise OR

**def** rand75():

**return** rand50() | rand50()

# Driver code to test above functions

**for** i **in** range(0, 50):

    print(rand75(), end**=**"")

    # This code is contributed by meetgor.

**Output**

11101010110101011010000101011110100010111110101111

**Time Complexity:**O(1)

**Auxiliary Space:**O(1)

On similar lines, we can also use **Bitwise AND**. Since it returns 0 with 75% probability, we have to invert the result.

// Random Function to that returns 1 with 75%   
// probability and 0 with 25% probability using  
// Bitwise AND  
bool rand75()   
{  
 return !(rand50() & rand50());  
}

Below is the implementation of the above idea :

**from** random **import** randrange

# Random Function to that returns 0 or 1 with

# equal probability

**def** rand50():

**return** ((int)(randrange(0, 2)) & 1)

**def** rand75():

**return** (rand50() & rand50())^1

**for** i **in** range(0, 50):

    print(rand75(), end**=**"")

**Output**

11111111000111101111110011111110011110111111010111

We can replace Bitwise OR and Bitwise AND operators with **OR and AND operators** as well –

// Random Function to that returns 1 with 75%  
// probability and 0 with 25% probability using   
// OR or AND operator  
int rand75()  
{  
 return !(rand50() && rand50());  
 // return rand50() || rand50()  
}

We can also achieve the result using the **left shift operator and Bitwise XOR** –

# Program to print 1 with 75% probability and 0

# with 25% probability

**from** random **import** randrange

# Random Function to that returns 0 or 1 with

# equal probability

**def** rand50():

        # rand range function generates a integer between

    # the provided ranges which is half closed interval

    # It will generate integer 0 or 1 if passed 0,2 as parameter

**return** (int)(randrange(0, 2)) & 1

# Random Function to that returns 1 with 75%

# probability and 0 with 25% probability using

# left shift and Bitwise XOR

**def** rand75():

    # x is one of {0, 1}

    x **=** rand50()

    x **=** x << 1

    # x is now one of {00, 10}

    x **=** x ^ rand50()

    # x is now one of {00, 01, 10, 11}

**return** 1 **if** (x > 0) **else** 0

# Driver code to test above functions

**for** i **in** range(0, 50):

    print(rand75(), end**=**"")

    # This code is contributed by meetgor.

**Output**

10110100111011011110111100101111110111100001111111

**Time Complexity:** O(1)

**Auxiliary Space:**O(1)

*From <*[*https://www.geeksforgeeks.org/generate-0-1-25-75-probability/*](https://www.geeksforgeeks.org/generate-0-1-25-75-probability/)*>*

**Implement rand3() using rand2()**

Given a function rand2() that returns 0 or 1 with equal probability, implement rand3() using rand2() that returns 0, 1 or 2 with equal probability. Minimize the number of calls to rand2() method. Also, use of any other library function and floating point arithmetic are not allowed.

[Recommended: Please try your approach on ***{IDE}*** first, before moving on to the solution.](https://ide.geeksforgeeks.org/)

The idea is to use expression **2 \* rand2() + rand2()**. It returns 0, 1, 2, 3 with equal probability. To make it return 0, 1, 2 with equal probability, we eliminate the undesired event 3.

Below is the implementation of above idea –

# Python3 Program to print 0, 1 or 2 with equal

# Probability

**import** random

# Random Function to that returns 0 or 1 with

# equal probability

**def** rand2():

    # randint(0,100) function will generate odd or even

    # number [1,100] with equal probability. If rand()

    # generates odd number, the function will

    # return 1 else it will return 0

    tmp**=**random.randint(1,100)

**return** tmp**%**2

# Random Function to that returns 0, 1 or 2 with

# equal probability 1 with 75%

**def** rand3():

    # returns 0, 1, 2 or 3 with 25% probability

    r **=** 2 **\*** rand2() **+** rand2()

**if** r<3:

**return** r

**return** rand3()

# Driver code to test above functions

**if** \_\_name\_\_**==**'\_\_main\_\_':

**for** i **in** range(100):

        print(rand3(),end**=**"")

#This code is contributed by sahilshelangia

**Output :**

2111011101112002111002020210112022022022211100100121202021102100010200121121210122011022111020

**Another Solution –**

If x = rand2() and y = rand2(), x + y will return 0 and 2 with 25% probability and 1 with 50% probability. To make probability of 1 equal to that of 0 and 2 i.e. 25%, we eliminate one undesired event that’s resulting in x + y = 1 i.e. either (x = 1, y = 0) or (x = 0, y = 1).

int rand3()  
{  
 int x, y;

do {  
 x = rand2();  
 y = rand2();  
 } while (x == 0 && y == 1);

return x + y;  
}

*From <*[*https://www.geeksforgeeks.org/implement-rand3-using-rand2/*](https://www.geeksforgeeks.org/implement-rand3-using-rand2/)*>*

**Birthday Paradox**

*How many people must be there in a room to make the probability 100% that at-least two people in the room have same birthday?*

Answer: 367 (since there are 366 possible birthdays, including February 29).

The above question was simple. Try the below question yourself.

***How many people must be there in a room to make the probability 50% that at-least two people in the room have same birthday?***

Answer: 23

The number is surprisingly very low. In fact, we need only 70 people to make the probability 99.9 %.

Let us discuss the generalized formula.

**What is the probability that two persons among n have same birthday?**

Let the probability that two people in a room with n have same birthday be P(same). P(Same) can be easily evaluated in terms of P(different) where P(different) is the probability that all of them have different birthday.

P(same) = 1 – P(different)

P(different) can be written as 1 x (364/365) x (363/365) x (362/365) x …. x (1 – (n-1)/365)

*How did we get the above expression?*

Persons from first to last can get birthdays in following order for all birthdays to be distinct:

The first person can have any birthday among 365

The second person should have a birthday which is not same as first person

The third person should have a birthday which is not same as first two persons.

…………….

……………

The n’th person should have a birthday which is not same as any of the earlier considered (n-1) persons.

**Approximation of above expression**

The above expression can be approximated using Taylor’s Series.

provides a first-order approximation for ex for x << 1:

To apply this approximation to the first expression derived for p(different), set x = -a / 365. Thus,

The above expression derived for p(different) can be written as

1 x (1 – 1/365) x (1 – 2/365) x (1 – 3/365) x …. x (1 – (n-1)/365)

By putting the value of 1 – a/365 as e-a/365, we get following.

Therefore,

p(same) = 1- p(different)

An even coarser approximation is given by

p(same)

By taking Log on both sides, we get the reverse formula.

Using the above approximate formula, we can approximate number of people for a given probability. For example the following C++ function find() returns the smallest n for which the probability is greater than the given p.

**Implementation of approximate formula.**

The following is program to approximate number of people for a given probability.

# Python3 code to approximate number

# of people in Birthday Paradox problem

**import** math

# Returns approximate number of

# people for a given probability

**def** find( p ):

**return** math.ceil(math.sqrt(2 **\*** 365 **\***

                     math.log(1**/**(1**-**p))));

# Driver Code

print(find(0.70))

# This code is contributed by "Sharad\_Bhardwaj".

**Output :**

30

Time Complexity: O(log n)

Auxiliary Space: O(1)

**Source:**

<http://en.wikipedia.org/wiki/Birthday_problem>

**Applications:**

1) Birthday Paradox is generally discussed with hashing to show importance of collision handling even for a small set of keys.

2) [Birthday Attack](http://en.wikipedia.org/wiki/Birthday_attack)

Below is an alternate implementation in C language :

**if** \_\_name\_\_ **==** '\_\_main\_\_':

    # Assuming non-leap year

    num **=** 365;

    denom **=** 365;

    pr **=** 0.7;

    n **=** 0;

    p **=** 1;

**while** (p > pr):

        p **\*=** (num **/** denom);

        num **-=** 1;

        n **+=** 1;

**print**("Total no. of people out of which there is ", end**=**"");

    print ("{0:.1f}".format(p), end**=**"")

    print(" probability that two of them " **+** "have same birthdays is ", n);

# This code is contributed by Rajput-Ji

Time Complexity: O(log n)

Auxiliary Space: O(1)

*From <*[*https://www.geeksforgeeks.org/birthday-paradox/*](https://www.geeksforgeeks.org/birthday-paradox/)*>*

**Shuffle a deck of cards**

Given a deck of cards, the task is to shuffle them. Asked in [Amazon Interview](https://www.geeksforgeeks.org/amazon-interview-experience-set-145-campus/)

[Recommended: Please try your approach on ***{IDE}*** first, before moving on to the solution.](https://ide.geeksforgeeks.org/)

Prerequisite : [Shuffle a given array](https://www.geeksforgeeks.org/shuffle-a-given-array/) **Algorithm:**

1. First, fill the array with the values in order.  
2. Go through the array and exchange each element   
 with the randomly chosen element in the range   
 from itself to the end.

// It is possible that an element will be swap  
// with itself, but there is no problem with that.

# Python3 program for shuffling desk of cards

# Function which shuffle and print the array

**import** random

**def** shuffle(card,n) :

    # Initialize seed randomly

**for** i **in** range(n):

        # Random for remaining positions.

        r **=** i **+** (random.randint(0,55) **%** (52 **-**i))

        tmp**=**card[i]

        card[i]**=**card[r]

        card[r]**=**tmp

#Driver code

**if** \_\_name\_\_**==**'\_\_main\_\_':

    a**=**[0, 1, 2, 3, 4, 5, 6, 7, 8,

       9, 10, 11, 12, 13, 14, 15,

       16, 17, 18, 19, 20, 21, 22,

       23, 24, 25, 26, 27, 28, 29,

       30, 31, 32, 33, 34, 35, 36,

       37, 38, 39, 40, 41, 42, 43,

       44, 45, 46, 47, 48, 49, 50,

       51]

    shuffle(a,52)

    print(a)

#this code is contributed by sahilshelangia

Output:

29 27 20 23 26 21 35 51 15 18 46 32 33 19   
24 30 3 45 40 34 16 11 36 50 17 10 7 5 4   
39 6 47 38 28 13 44 49 1 8 42 43 48 0 12   
37 41 25 2 31 14 22

***Time Complexity:*** O(n)

***Space Complexity:*** O(1)

*From <*[*https://www.geeksforgeeks.org/shuffle-a-deck-of-cards-3/*](https://www.geeksforgeeks.org/shuffle-a-deck-of-cards-3/)*>*

**Program to generate CAPTCHA and verify user**

A [CAPTCHA](https://en.wikipedia.org/wiki/CAPTCHA) (Completely Automated Public Turing test to tell Computers and Humans Apart) is a test to determine whether the user is human or not.

So, the task is to generate unique CAPTCHA every time and to tell whether the user is human or not by asking user to enter the same CAPTCHA as generated automatically and checking the user input with the generated CAPTCHA.

**Examples:**

CAPTCHA: x9Pm72se  
Input: x9Pm62es  
Output: CAPTCHA Not Matched

CAPTCHA: cF3yl9T4  
Input: cF3yl9T4  
Output: CAPTCHA Matched

[Recommended: Please try your approach on ***{IDE}*** first, before moving on to the solution.](https://ide.geeksforgeeks.org/)

The set of characters to generate CAPTCHA are stored in a character array chrs[] which contains (a-z, A-Z, 0-9), therefore size of chrs[] is 62.

To generate a unique CAPTCHA every time, a random number is generated using rand() function (rand()%62) which generates a random number between 0 to 61 and the generated random number is taken as index to the character array chrs[] thus generates a new character of captcha[] and this loop runs n (length of CAPTCHA) times to generate CAPTCHA of given length.

# Python program to automatically generate CAPTCHA and

# verify user

**import** random

# Returns true if given two strings are same

**def** checkCaptcha(captcha, user\_captcha):

**if** captcha **==** user\_captcha:

**return** True

**return** False

# Generates a CAPTCHA of given length

**def** generateCaptcha(n):

    # Characters to be included

    chrs **=** "abcdefghijklmnopqrstuvwxyzABCDEFGHIJKLMNOPQRSTUVWXYZ0123456789"

    # Generate n characters from above set and

    # add these characters to captcha.

    captcha **=** ""

**while** (n):

        captcha **+=** chrs[random.randint(1, 1000) **%** 62]

        n **-=** 1

**return** captcha

# Driver code

# Generate a random CAPTCHA

captcha **=** generateCaptcha(9)

print(captcha)

# Ask user to enter a CAPTCHA

print("Enter above CAPTCHA:")

usr\_captcha **=** input()

# Notify user about matching status

**if** (checkCaptcha(captcha, usr\_captcha)):

**print**("CAPTCHA Matched")

**else**:

    print("CAPTCHA Not Matched")

# This code is contributed by shubhamsingh10

Output:

CAPTCHA: cF3yl9T4  
Enter CAPTCHA: cF3yl9T4  
CAPTCHA Matched

**Time Complexity:** O(n)

**Space Complexity:** O(1)

*From <*[*https://www.geeksforgeeks.org/program-generate-captcha-verify-user/*](https://www.geeksforgeeks.org/program-generate-captcha-verify-user/)*>*

**Expectation or expected value of an array**

[Expectation or expected value](https://www.geeksforgeeks.org/linearity-of-expectation/)of any group of numbers in probability is the long-run average value of repetitions of the experiment it represents. For example, the expected value in rolling a six-sided die is 3.5, because the average of all the numbers that come up in an extremely large number of rolls is close to 3.5. Less roughly, the law of large numbers states that the arithmetic mean of the values almost surely converges to the expected value as the number of repetitions approaches infinity. The expected value is also known as the **expectation**, **mathematical expectation**, EV, or first moment.

Given an array, the task is to calculate the **expected value** of the array.

**Examples :**

***Input:****[1.0, 2.0, 3.0, 4.0, 5.0, 6.0]*

***Output:****3.5*

***Input:****[1.0, 9.0, 6.0, 7.0, 8.0, 12.0]*

***Output:****7.16*

Recommended Practice

[Please try your approach on IDE first, before](https://ide.geeksforgeeks.org/)

[moving on to the solution.](https://ide.geeksforgeeks.org/)

[Try It!](https://ide.geeksforgeeks.org/)

Below is the implementation :

# python code to calculate expected   
# value of an array

# Function to calculate expectation  
def calc\_Expectation(a, n):  
   
 # variable prb is for probability   
 # of each element which is same for  
 # each element   
 prb = 1 / n  
   
 # calculating expectation overall  
 sum = 0  
 for i in range(0, n):  
 sum += (a[i] \* prb)   
   
 # returning expectation as sum  
 return float(sum)

# Driver program  
n = 6;  
a = [ 1.0, 2.0, 3.0,4.0, 5.0, 6.0 ]

# Function for calculating expectation  
expect = calc\_Expectation(a, n)

# Display expectation of given array  
print( "Expectation of array E(X) is : ",  
 expect )

# This code is contributed by Sam007

**Output**

Expectation of array E(X) is : 3.5

**Time complexity:** O(n)

**Auxiliary Space:** O(1)

**Find an index of maximum occurring element with equal probability**

Given an array of integers, find the most occurring element of the array and return any one of its indexes randomly with equal probability.

Examples:

**Input:**   
arr[] = [-1, 4, 9, 7, 7, 2, 7, 3, 0, 9, 6, 5, 7, 8, 9]

**Output:**    
Element with maximum frequency present at index 6  
OR  
Element with maximum frequency present at Index 3  
OR  
Element with maximum frequency present at index 4  
OR  
Element with maximum frequency present at index 12

All outputs above have equal probability.

[Recommended: Please try your approach on ***{IDE}*** first, before moving on to the solution.](https://ide.geeksforgeeks.org/)

The idea is to iterate through the array once and find out the maximum occurring element and its frequency n. Then we generate a random number r between 1 and n and finally return the r’th occurrence of maximum occurring element in the array.

Below are implementation of above idea –

# Python3 program to return index of most occurring element

# of the array randomly with equal probability

**import** random

# Function to return index of most occurring element

# of the array randomly with equal probability

**def** findRandomIndexOfMax(arr, n):

    # freq store frequency of each element in the array

    mp **=** dict()

**for** i **in** range(n) :

**if**(arr[i] **in** mp):

            mp[arr[i]] **=** mp[arr[i]] **+** 1

**else**:

            mp[arr[i]] **=** 1

    max\_element **= -**323567

    # stores max occurring element

    # stores count of max occurring element

    max\_so\_far **= -**323567

    # traverse each pair in map and find maximum

    # occurring element and its frequency

**for** p **in** mp :

**if** (mp[p] > max\_so\_far):

            max\_so\_far **=** mp[p]

            max\_element **=** p

    # generate a random number between [1, max\_so\_far]

    r **=** int( ((random.randrange(1, max\_so\_far, 2) **%** max\_so\_far) **+** 1))

    i **=** 0

    count **=** 0

    # traverse array again and return index of rth

    # occurrence of max element

**while** ( i < n ):

**if** (arr[i] **==** max\_element):

            count **=** count **+** 1

        # Print index of rth occurrence of max element

**if** (count **==** r):

**print**("Element with maximum frequency present at index " , i )

**break**

        i **=** i **+** 1

# Driver code

# input array

arr **=** [**-**1, 4, 9, 7, 7, 2, 7, 3, 0, 9, 6, 5, 7, 8, 9]

n **=** len(arr)

findRandomIndexOfMax(arr, n)

# This code is contributed by Arnab Kundu

**Output:**

Element with maximum frequency present at index 4

**Time complexity** of above solution is O(n).

**Auxiliary space** used by the program is O(n).

*From <*[*https://www.geeksforgeeks.org/find-index-maximum-occurring-element-equal-probability/*](https://www.geeksforgeeks.org/find-index-maximum-occurring-element-equal-probability/)*>*

**Randomized Binary Search Algorithm**

We are given a sorted array A[] of n elements. We need to find if x is present in A or not.In binary search we always used middle element, here we will randomly pick one element in given range.

In [Binary Search](https://www.geeksforgeeks.org/binary-search/) we had

middle = (start + end)/2

In Randomized binary search we do following

Generate a random number t  
Since range of number in which we want a random  
number is [start, end]  
Hence we do, t = t % (end-start+1)  
Then, t = start + t;  
Hence t is a random number between start and end

It is a [Las Vegas randomized algorithm](https://www.geeksforgeeks.org/randomized-algorithms-set-2-classification-and-applications/) as it always finds the correct result.

**Expected Time complexity of Randomized Binary Search Algorithm**

For n elements let say expected time required be T(n), After we choose one random pivot, array size reduces to say k. Since pivot is chosen with equal probability for all possible pivots, hence p = 1/n.

T(n) is sum of time of all possible sizes after choosing pivot multiplied by probability of choosing that pivot plus time take to generate random pivot index.Hence

T(n) = p\*T(1) + p\*T(2) + ..... + p\*T(n) + 1  
putting p = 1/n  
T(n) = ( T(1) + T(2) + ..... + T(n) ) / n + 1  
n\*T(n) = T(1) + T(2) + .... + T(n) + n .... eq(1)  
Similarly for n-1  
(n-1)\*T(n-1) = T(1) + T(2) + ..... + T(n-1) + n-1 .... eq(2)  
Subtract eq(1) - eq(2)  
n\*T(n) - (n-1)\*T(n-1) = T(n) + 1  
(n-1)\*T(n) - (n-1)\*T(n-1) = 1  
(n-1)\*T(n) = (n-1)\*T(n-1) + 1  
T(n) = 1/(n-1) + T(n-1)  
T(n) = 1/(n-1) + 1/(n-2) + T(n-2)  
T(n) = 1/(n-1) + 1/(n-2) + 1/(n-3) + T(n-3)  
Similarly,  
T(n) = 1 + 1/2 + 1/3 + ... + 1/(n-1)  
Hence T(n) is equal to (n-1)th Harmonic number,   
n-th harmonic number is O(log n)  
Hence T(n) is O(log n)

[Recommended: Please solve it on “***PRACTICE***” first, before moving on to the solution.](https://practice.geeksforgeeks.org/problems/binary-search/1)

**Recursive implementation of Randomized Binary Search**

# Python3 program to implement recursive

# randomized algorithm.

# To generate random number

# between x and y ie.. [x, y]

**import** random

**def** getRandom(x,y):

    tmp**=**(x **+** random.randint(0,100000) **%** (y**-**x**+**1))

**return** tmp

# A recursive randomized binary search function.

# It returns location of x in

# given array arr[l..r] is present, otherwise -1

**def** randomizedBinarySearch(arr,l,r,x) :

**if** r>**=**l:

        # Here we have defined middle as

        # random index between l and r ie.. [l, r]

        mid**=**getRandom(l,r)

        # If the element is present at the

        # middle itself

**if** arr[mid] **==** x:

**return** mid

        # If element is smaller than mid, then

        # it can only be present in left subarray

**if** arr[mid]>x:

**return** randomizedBinarySearch(arr, l, mid**-**1, x)

        # Else the element can only be present

        # in right subarray

**return** randomizedBinarySearch(arr, mid**+**1,r, x)

    # We reach here when element is not present

    # in array

**return -**1

# Driver code

**if** \_\_name\_\_**==**'\_\_main\_\_':

    arr **=** [2, 3, 4, 10, 40]

    n**=**len(arr)

    x**=**10

    result **=** randomizedBinarySearch(arr, 0, n**-**1, x)

**if** result**==-**1:

        print('Element is not present in array')

**else**:

        print('Element is present at index ', result)

# This code is contributes by sahilshelangia

**Output:**

Element is present at index 3

**Iterative implementation of Randomized Binary Search**

# Python program to implement iterative

# randomized algorithm.

# To generate random number

# between x and y ie.. [x, y]

**from** random **import** randint

**def** getRandom(x, y):

**return** randint(x,y)

# A iterative randomized binary search function.

# It returns location of x in

# given array arr[l..r] if present, otherwise -1

**def** randomizedBinarySearch(arr, l, r, x):

**while** (l <**=** r):

        # Here we have defined middle as

        # random index between l and r ie.. [l, r]

        m **=** getRandom(l, r)

        # Check if x is present at mid

**if** (arr[m] **==** x):

**return** m

        # If x greater, ignore left half

**if** (arr[m] < x):

            l **=** m **+** 1

        # If x is smaller, ignore right half

**else**:

            r **=** m **-** 1

    # if we reach here, then element was

    # not present

**return -**1

# Driver code

arr **=** [2, 3, 4, 10, 40]

n **=** len(arr)

x **=** 10

result **=** randomizedBinarySearch(arr, 0, n**-**1, x)

**if** result **==** 1:

    print("Element is not present in array")

**else**:

**print**("Element is present at index", result)

# This code is contributed by ankush\_953

**Output:**

Element is present at index 3